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Setup and configuration of a CANopen sub-system

Summary

This is a short introduction to the basics of CAN communication.
Chapter CAN-Overview (page 2) summarizes the basics of CAN communication.

Chapter CANopen-overview (page 10) presents the services defined in a CANopen environment. The typi-
cal sequence of CAN messages during start and operation of a CANopen environment is shown.

The startup of a CANopen sub-system is explained starting from page 25.
The last chapter — robust configuration (page 29) gives some advice about the robust configuration of

CANopen and a CANopen servo-drive.

Applies To
All FAULHABER MotionControllers and MotionControl Systems having a CANopen interface.

Glossary

CAN-controller The message frame is fixed and is generated by dedicated CAN controllers, which
meanwhile are typically integral part of a uController. In the early days of CAN
stand-alone CAN-controllers like the SJIA 1000 have been combined with general-
purpose controllers.

CANopen master In a CANopen system, there is typically exactly one CANopen master and several

CANopen slaves.

The main task of the CANopen master is to monitor the network, configure the
slaves if necessary and step through the different stages of the initialization.

Application master While the CANopen master is responsible for the communication according to
the CANopen protocol the application master will be the one to really use the
data and start any behavior of the slaves

node An otherwise unspecified device connected to a CAN. Could be a master or slave
SOF Start Of Frame of a CAN message

Component A device within a machine. Could be a drive, a sensor, ...

PLC The programmable logic controller. A component, which typically includes the

application master and the CANopen master.
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Description

CAN Overview
BOSCH introduced Controller Area Network as an automotive network back in the middle of the eighties.
Messages are exchanged using a single pair of wires analog to a R5485 interface. The transmission of the

bits is differential using the lines CANy and CAN,. If there is no message present, the voltage levels on both
lines should be around 2.5V. An active bit will result in a differential signal of typically 1V.

The physical interface of a CAN is a voltage signal. Therefore — as in a RS485 environment — a common
ground (GND) is also required. The GND levels within a CAN must not exceed a level of +2V.
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Connection of two CAN nodes CAN — logical and electrical

Figure 1

CAN Frame

The message frame is fixed and is generated by dedicated CAN controllers, which meanwhile are typically
integral part of a pController. In the early days of CAN stand-alone CAN-controllers like the SJA 1000 have
been combined with general-purpose controllers.

SOF Arbitration Control Data CRC ACK EOF

Figure 2 CAN-Frame

Arbitration field

As all the participants are connected in parallel, frames might collide if more than one controller starts a
transmission after the minimum idle time of the bus.

CAN uses a specific bus access mechanism, called carrier-sense multiple access with collision resolution
(CSMA/CR). The access to the bus is granted based on the identifier of a message which is coded in the
arbitration area of the CAN-frame.
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Node A Node B Node C Node N

Figure 3 CAN as a network of equals

The identifier field carries either 11 bits or 29 bits. In a CAN environment without any additional protocol
definition messages are identified by their identifiers only. In CANopen environments 11 bits identifiers are
used. This allows for 2048 different messages to be used. The identifier is used by the nodes to identify the
message and by the CAN-controllers to gain the bus access. The message having the lowest identifier will
win the arbitration. During the arbitration several CAN controllers could write their message identifier to
the bus. The message with the lowest identifier will be dominant; the other nodes will stop their access
and will listen only. To avoid collisions every message, identified by a specific identifier, should be assigned
to a single sender.

Data and Control

A CAN frame can have a payload of 0 to 8 bytes of data. The actual length is coded in the Control field. Of
course, there has to be an agreement between the interacting nodes how to interpret the contents of the
data part. This is one of the responsibilities of the CANopen protocol.

Remote Transfer

CAN offers a special request — response mechanism even at the very low level. There is a so called Remote
Transfer Request (RTR) bit within the control field. It is used to send a request for s specific message. The
message is identified by its message id. If this feature is used, the requesting node will send a message
with the expected Id having the RTR bit set. The data length is 0. The node responsible for the message
having this Id shall react be sending the requested message — and of course in case of the response there
will be some data. The response itself is however outside the responsibility of the CAN controller itself and
will typically be prepared by some kind of driver firmware.

CRC and ACK

A CAN message is protected by a CRC. Every CAN-controller in a system will receive the frame and check
the CRC. If the frame is received successfully the receiving nodes will write a dominant bit into the ACK
field. Otherwise — if an error has been detected — the receiving controller will destroy the frame by sending
dominant bits. These frames are called error frames. Monitoring tools will typically indicate the number of
observed error frames. Standard CAN controllers will discard error frames automatically but will count

their number.

A sending controller can therefore check, whether the frame has been transmitted successfully by reading
the ACK field. If there is no dominant ACK it will re-send the frame until it is acknowledged.

This is a very powerful mechanism. As all the nodes connected to a CAN sub-system will listen and receive
all the messages either all or no node will receive a message. If it has been disturbed, there will be no
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acknowledge and the sender will resend it. So — even without an explicit handshake the successful trans-
mission can be assumed as soon as the local CAN controller signals the message to be sent.
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Figure 4 CAN frames

Termination Resistors

Due to this synchronization down to the ACK bit, the different CAN-controllers must be more or less per-
fectly synched. This is done by a re-synchronization during the SOF. To allow for this synchronization re-
flections at the end of the network have to be avoided. Therefore, termination resistors are mandatory. In
a linear CAN system this would be a 120Q resistor at each end of the network. In non-linear CANs the
placement and value of the termination resistors might have to be optimized manually.

As a first test of a CAN system you might check the resistance measured between
CANy and CAN,. If both termination resistors are present, the measured resistance
should be approximately 60C2.

This is possible only when the system is electrically switched off.

Baud rates and bus topology

All nodes in a CAN sub-system have to use the same preconfigured baud-rate. Supported baud-rates of
FAULHABER MotionControllers are:

Baud-rate MC V2.5 MC V3.0
1000 kbit/s v v

800 kbit/s

500 kbit/s

250 kbit/s

125 kbit/s

50 kbit/s

20 kbit/s

10 kBit/s

Table 1 baud-rates supported by FAULHABER CANopen controllers
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Due to the bit-length, the allowable length of a CAN sub-system depends on the baud-rate. At the highest
speed the maximum length of the CAN is 30m.

The theoretical topology is a linear system with all the nodes connected in parallel. Practical systems are
more complex. There are branches and tree structures. In these more complex systems, it might therefore
be more challenging to find an appropriate termination. Generally, the rate of error frames has to be
checked during commissioning. Ideally there should not be error frames at all.

In a simple CAN sub-system all nodes are connected to the same GND. There are
more complex situations when different parts of a machine have to be connected or a
modular system has to be designed.

In these cases CAN repeaters can be used to connect different, electrical separated
CAN sub-systems to a single CAN. These repeaters can provide a galvanic decoupling
as well. Some of these devices are even offering limited routing functionality.

There is no transport layer defined for a CAN system.

Connectors and wiring

Different devices might offer different CAN connector types, depending on their sizes and housing. The
CANopen standard CiA 102 [1] specifies a 9 pin D-Sub connector which is typically used for monitoring
tools. The minimum wiring here is:

Pin Signal

2 CAN, CAN_L bus line (dominant low)
3 GND CAN ground
7 CANy CAN_H bus line (dominant high)

Table 2 Default pin-out of a CAN (D-sub 9)

The physical layer of the CAN uses a differential transmission to increase the robustness of the transmis-
sion. The signal lines within a CAN cable therefore have to be in a twisted pair configuration to preserve
the symmetry. CAN ground is also necessary to have a common GND potential for the transceivers.

Monitoring

All CAN nodes in a sub-system are electrically connected in parallel. Therefore, it is always possible to add
a monitoring node, typically a PC connected to the CAN using a standard CAN-to-USB converter.
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Node A Node B Node N

Figure 5 Adding a monitor node to the CAN

There is a variety of CAN monitoring and analyzing tools available. Typically, there is simple monitor soft-
ware delivered together with the CAN-to-USB converter. Required functions are:

e Logging the traffic & save the log to a text based file
e Sending a CAN message manually
e Filtering the traffic to allow for a more focused analysis of a single controller

The FAULHABER Motion Manager can be connected to a CAN using a CAN to USB
converter too.

The supported solutions are:

o IXXAT
e Peak
e ESD

e EMS

Even if it is possible to add a PC via a CAN-to-USB converter, some pre-requisites might be necessary. It
generally is a good idea to have access to a pre-configured CAN cable having different 9-pin D-Sub con-
nectors in parallel. These cables are handy if you need to connect your PC or any additional node into an

existing system.
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Figure 6 Test equipment for a CAN environment
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Communication Patterns

While CAN itself does only describe the physical layer and the coding and handling of the messages itself,
higher layer protocols such as CANopen use additional patterns to implement their services.

Client — Server

Client Server

Request

Response
«

Figure 7

In a client-server pattern there is one server which does offer services (such as controlling a motor) or data
(such as an actual position) and there is a client which wants to use the services, read the data or change
any settings of the server.

The communication is initiated by the client, which sends a request to the server. The server might re-
spond in different ways — moving something, ... . But at least the request is acknowledged by a response.
The response might be on the quality of a simple "ok" or might transmit a requested value.

In the CANopen environment the client server pattern is used to read and write any of the drives parame-
ters —the SDO service (see page 14).

Publisher - Subscriber

Broker
Publisher

Subscriber

Message

Message

Figure 8
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In a publisher —subscriber pattern the publisher provides some data, cyclically or in reaction to a specific
event. In an loT environment the publisher itself would be logged into a broker and send the data to the
broker, where any number of subscribers could be logged in and read the data. Additional measures might
be necessary to ensure the successful transmission.

Producer - Consumer

Producer
Consumer

Message

Figure 9

In a CAN system publishing this is much simpler. A producer can send a set of values packed into a mes-
sage. The quality of transmission is guaranteed by the basic CAN mechanisms. Due to the structure of the
CAN, all the connected nodes can decide, whether to use it or to ignore it.

The only prerequisite then is, all the listening nodes — the consumers - have to be aware of the structure of
the data coded into the message.

In a CANopen environment the producer — consumer pattern is used during the active operation of the
system to exchange the process image using the PDO service (see page 16). The process image is the set of
predefined parameters to be used to control the application.

Faulhaber Product Application Note 174 Seite 9 von 35



Y FAULHABER

CANopen Overview

Master and Slaves

Master
Slave A Slave B Slave N
(Address 5) (Address 7) (Address 30)

Figure 10

CAN is a peer-to-peer solution — no roles are defined. CANopen is an industrial application of the CAN.
Industry comes with hierarchy. Here there are defined roles — one of the nodes is the master.

In a CANopen system there is typically exactly one CANopen master and several CANopen slaves (Figure
10). The slaves are identified by a node address within a range of 1...127. The node address 255 indicates
an unconfigured slave which will only start its services, when a valid node address is assigned.

The main task of the CANopen master is to monitor the network, configure the slaves if necessary and
step through the different stages of the initialization.

After the initialization, the master will typically be the node to generate the cyclic SYNCH signal which
starts the repeating communication cycles.

Additionally the master might also incorporate an application specific master — which in most cases is a
PLC. While the CANopen master is responsible for the communication according to the CANopen protocol
the application master will be the one to really use the data and start any behavior of the slaves.

The slaves might be different devices — here motor controllers — but could also be sensor-nodes or general
I/Os. Before these slaves start their operation, their communication functions have to be started by the
CANopen master. The services of the Network Management (NMT) are used here.

Communication Services

The CANopen communication services and mechanisms are defined in the CiA 301 standard [2].

The common functions and parameters of a servo-drive are defined in the CiA 402 standard [4], while a
general purpose 1/0 module is defined in the CiA 401 standard [3].

Within a CANopen environment the CAN-message-lds of certain services are referred as COB-Ids.
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NMT — Start the communication and supervise the stability

~
Initialization
(0x00) <
J
¢ (boot) (3)
~
Pre-Operational
(0x7F)
A
(3) (1) (2) Stopped
(0x04)
A 4 /
-
Operational
(0x05)

Figure 11 NMT state machine

The NMT services are used to detect newly started slaves, to start the communication of a slave and to
supervise their state.

Initialization (0x00)

During the reset or boot of a slave the slave will internally be in the Initialization state. After the basic ini-
tialization is finished it will change into the pre-operational state of the communication.

A boot message is sent by the slave during this transition.
Pre-Operational (0x7F)

A slave being in the pre-operational state is ready to be configured. SDO service to read and write parame-
ters is supported. The drive function of a CANopen operated servo drive will however refuse to be enabled
unless the communication state is switched to the operational state.

Operational (0x05)

When in operational state the PDO mechanism to exchange the process image — the actual- and target-
values is enabled. The drive function of a CANopen operated servo drive can now be enabled.

Stopped (0x04)

In stopped state of the communication no access to the parameters is possible. No SDO service is available
in this state.
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NMT Identifiers and commands

Basically there are two CAN messages or message ranges used by the NMT.

COB-Id Description |
0x000 Used by the CANopen master to switch the slaves between their communication
states.

The NMT message is a CAN message having a length of two data bytes:
command address

If an address in the range of 1 ... 127 is used, a single node is addressed. An ad-
dress of 0 will be executed by all nodes.

The complete set of commands can be found in the FAULHABER CANopen man-
ual. The main commands found in CANopen logs are:

0x01: start node (1)

0x80: switch to pre-operational (2)

0x81: reset node (3)

0x700 + Node-Id Used by the slaves to indicate their communication state

This is a message having a length of one data byte where the actual communica-
tion state is transmitted. It is used either as a boot message, during node guard-
ing or within the heartbeat protocol.

NMT state

Table 3 NMT messages and commands

Guarding or Heartbeat

There are two alterative mechanisms to supervise the communication state of the slaves.
Node-Guarding is triggered by the CANopen master. It's using a client-server pattern.
Parameters at each slave are the guarding time and the life-time-factor.

The master will send a guarding request after the configured guarding time, which the slave has to answer
with its actual communication state as a payload.

The details are a little more complex as the request is done using a remote-transfer-request. A request and
response share the same identifier. Additionally the MSB of the node state has to be toggled at each re-
sponse.

In a log this would be:

- 701 RTR

< 701 05 // state is operational

- 701 RTR

< 701 85 //still operational but with a toggled MSB
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- 701 RTR

< 701 05 //still operational but again with a toggled MSB

If there is no response to the request, the master will send a next request after the next guarding period.
The life-time factor defines the maximum number of retries before the communication is considered to be

lost.

Heartbeat messages are sent by the master or the slave as a simple indication — no request necessary. The
used identifier is the same as for the node guarding. So it's either node guarding or heartbeat.

The heartbeat cycle can be configured for both directions. If no heartbeat message is received within the
defined period either the master or the slave will consider the communication to be lost and might stop
the application (slave side) or try to restart the slave (master side).

Heartbeat and node-guarding use a low prio message identifier. In highly utilized CAN
sub-systems the messages might not be transmitted due to arbitration losses.

CANopen CANopen
Master Drive

Bootup -
Bootup message at 0x700 + Nodeld

1 Byte data: 0x00
transmitted once after the start of the controller

NMT >
NMT Message at CAN Id 0x00

2 byte data

Byte 1: command

Byte 2: adressed node or O (broadcast)

controls the NMT state machine of the connected drives

Figure 12

Faulhaber Product Application Note 174 Seite 13 von 35



Y FAULHABER

SDO — Read and write parameters of a CANopen slave

In a CANopen servo-drive all the parameters of the system are collected in a so called object dictionary
(OD). Whatever sub-function is addressed; they all have their parameters collected there. So the OD is the
collection of all parameters, references, control inputs and actual values of the drive.

A
“4»  Error Handling Drive Diagnostics
Local Scripting [<=p>
> Device Control Feedback Control
e
8 .
a3 |€4P —»0 —» —>
g T
2,
Q2
o
<> 1/0 and HW Driver
\ 4

Figure 13 Overview over the major software parts of a FAULHABER MotionController

Any access to the application is routed via one of the parameters collected in the OD. Consequently the
parameters are referred as objects. The basic operation here is a read- or write-access to the parameters
collected here — read object and write object. So basically to interact with such a drive will result in a se-
guence of read and write commands such as:

e Set Target Velocity to xxxx

e Read Actual Velocity
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All parameters/objects are identified by a 16 bit index — the parameter number and a 8 bit sub-index, al-
lowing for structured parameters.

Simple Parameter Structured Parameter \
[ 1dx Sub Parameter | | ldx Sub Parameter
| 0x607A Q0 Target Position | 0x2311 00 Digital I/O entries
7 e 5 " | 01 Logical Input State
| G OFF 0 aramer . | 02 Physical Input State
X arget Velocity 03 Output State
Table 4!

The mechanism used for this simple sequential access is the Service-Data-Object (SDO). SDO is a client
server type of communication where the master — PC or PLC — is sending a request to read or write a single
parameter to the client. The drive is the server. It will execute this read or write and will answer with a
response.

There is one dedicated COB-Id per node for the request (0x600 + Nodeld) and one for the response of the
drive (0x580 + Nodeld).

So the benefit of the SDO transfer is, after having received the response the automation master will have a
confirmation of the executed parameter access. The drawback is, it will take some time. So if for example a
target value will have to be updated, it's a little more complex than writing the updated value to a direct
output of the PLC.

The SDO mechanism is typically used during the preoperational state of the NMT to configure a drive or
adjust the drive's communication settings.

! The CiA defined ranges for the parameters of a CANopen node. The range Ox1xxx is reserved for communication
related parameters out of the CiA 301 standard. The parameters starting from 0x6000 are reserved for the device
profile. CiA 402 defines the servo-drive profile and its parameters. The parameter range in between (0x2000 ...
Ox5FFF) is reserved for manufacturer specific parameters like 1/O configuration or control parameters.
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CANopen CANopen
Master Drive

|CMD| ldx | Sub| Data

SDO

read or write access to any parameter at 0x600 + Nodeld oD
transmission of the command + address of the parameter 44—
+ write data (max 4 byte)

|CMD| ldx | Sub| Data

«
SDO response at 0x580 + Nodeld
transmission of max 4 byte of read data

Figure 14

Industrial CANopen PLCs or gateways used as the master of a local CANopen sub-system will typically offer
to write the communication settings of all services (PDO, SYNCH, Node-Guarding) before starting the node
into the operational state.

PDO - exchange the process image

The Process Data Object (PDO) service is used to exchange the process image after the initial configuration
is done and the slaves have been switched into the operational state of the communication. The PDO ser-
vice is available in operational state only.

Where the SDO can address a random but single parameter with each access, a message used as a PDO
can combine different values into a single message — provided the data-length will fit into the 8 byte limit
of a single CAN message.

So it is possible to combine the parameter controlword (16-bit), used to control the main behavior of a
CANopen servo-drive the selected mode of operation (8-bit) and any of the target values like the target-
position (32-bit) or the target-speed (32-bit) in a single message.

PDOs are distinguished between the one to be received by a node (RxPDOs) and the ones to be sent by a
node (TxPDOs).
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TargetVelocity Profile Velocity SW Op
0x200 + Nodeld 0x180 + Nodeld
Profile Acceleration || Profile Deceleration Actual Postion Actual Velocity
0x300 + Nodeld 0x280 + Nodeld
CW Op TargetPosition

0x400 + Nodeld Rx _ X
RxPDOs of a CANopen servo-drive TxPDOs of a CANopen servo-drive
Figure 15

PDOs are implemented using the Producer-Consumer pattern. So each node sends its PDOs, the others can
be consumers and receive and process the data. There is no explicit handshake implemented by the com-
munication service itself. However, being in a CAN environment, we can at least assume the message to be
received as soon as we were able to send it. A PDO is therefore very close to the original intention of raw
CAN. A challenge of course is: as there is no information within the CAN message itself, which parameters
are combined, the producer and the consumers need to have a sort of agreement, which combination is to
be expected at which message identifier. Every PDO has its own message Id by which it will be identified
by the consumers.

The agreement about the payload is called PDO mapping. This is a set of parameters stored at each CAN-
node which describes the mapping of parameters into the supported PDOs per direction.

In the example above the mapping would be:
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RxPDO 1 (0x200 + Nodeld)

e Ox60FF.00 — 32 Bit
e (0x6081.00 - 32 Bit

TxPDO 1 (0x180 + Nodeld)

e 0x6041.00 - 16 bit
e 0x6061.00 — 8 bit

RxPDO2 (0x300 + Nodeld)

e 0x6083.00 — 32 bit
e 0x6084.00 - 32 bit

TxPDO2 (0x280 + Nodeld)

e 0x6064.00 — 32 bit
e 0x606C.00 — 32 bit

RxPDO3 (0x400 + Nodeld)

e 0x6040.00 — 16 bit
e 0x6060.00 - 8 bit
e 0x607A.00 — 32 bit

TxPDO3 (0x380 + Nodeld)

e Not used

RxPDO4 (0x500 + Nodeld)

TxPDO4 (0x480 + Nodeld)

e Not used e Not used

Figure 16 Example mapping of a CANopen servo-drive operated in Profile Position Mode
and alternatively in Profile Velocity Mode

The length of a PDO depends on the number of bytes used in the data section. So the
actual length of a PDO can be in between 1 and 8 bytes.

Receivers will usually check for the correct length of a PDO.

The mapping information is a part of the communication related parameters stored in
the Ox1xxx parameter range.

The mapping information of a PDO must not be changed during the operational state
of the communication. Otherwise the producer and the consumers will at least tem-
porarily no longer have a common understanding of the coded information.

If a PDO has to be remapped it has to be set into an invalid state first which prevents
further updates. Only after the mapping information of the producer and all consum-
ers is update it may be activated again.

Typically PDO mapping is static a soon as the pre-operational state is left.

As every node has its own set of PDOs and COB-Ids the typical consumer of a TxPDO in such an CAN sub-
system is the automation master. The peer nodes will not process the PDOs of the other nodes, as their
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RxPDOs are configured for a different COB-Id. The same applies for RxPDOs. They will be sent by the au-
tomation master via the CANopen master (Figure 17). So it is usually a virtual 1:1 connection to the mas-
ter which then connects the different parts of information together to create a synchronized behavior.

Master
Rx: x02
Tx: x82 t ?
T Rx: x04
Tx: x84
Rx: x03
Tx: x83
v \/
Slave A Slave B Slave C
(Address 2) (Address 3) (Address 4)

Figure 17 Default PDO COB-Id within a CANopen subsystem.

If a direct peer-to-peer communication is to be used, the default COB-lds of some ot the PDOs have to be

modified, to be able to directly process a message sent by a peer-node ().

Master
Rx: x02
Tx: x82 t ?
T Rx: x04
Tx: x84
|
Rx,: 282 Rx:
4 xx03 - py:282
 / Tx: x83
\ \ v
Slave A Slave B Slave C
(Address 2) (Address 3) (Address 4)

Therefore, even if a peer-to-peer exchange would be possible it typically is not used and requires manual

configuration.

If a peer-to-peer exchange shall be used, the identifiers used for the PDOs have to be
adjusted. So if the nodes 3 and 4 shall receive the 2" TXPDO of node 2 the configura-
tion could be:

Node 2: default identifiers — here TxPDO2 @ 0x282

Node 3: one of the RxPDOs has to listen to Node 2: e.g. RxPDO4. Therefore, the iden-
tifier assigned to RxPDO4 would no longer be 0x503 but 0x282.

Node 4: one of the RxPDOs has to listen to Node 2: e.g. RxPDO2. Therefore, the iden-
tifier assigned to RxPDO2 would no longer be 0x204 but 0x282.
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SYNCH - trigger the exchange

The typical data exchange within a CANopen sub-system is cyclic one. The CANopen master will create a
zero length synch message (default Id: 0x80) which will trigger the exchange cycles.

The SYNCH interval has to be configured at the CANopen master. Typical values are 10ms ... 200ms de-
pending on the number of nodes.

PDOs can be configured to be transferred either cyclically or in case of changed contents. The setting is
called the transmission type having values of 0, 1 ... 240, 253 or 255.

Type Description

0 PDO will be transmitted after a SYNCH, but only if changed
1...240 PDO will be transmitted every 1 ... 240 cycle
253 The PDO will only be sent, if a related remote transfer request has been received
255 PDO will be transmitted only on a change — depending on the device profile.

Table 5 PDO transmission types

The transmission type of each PDO is a next parameter that needs to be configured for each PDO.

Transmission type 255: asynch — device profile dependent — will trigger a transmission
of the PDO only if the status word (0x6041.00) is mapped to the PDO and has
changed.

Masters on the other hand will typically send their asynch PDOs at every change of
the contents.

Event-Timer — an alternative method of cyclic exchange

The event-timer of a PDO can be used to cyclically send a PDO which is configured to a transmission type
255 — asynchronous transfer. Using the event-timer the update-rate of the PDOs can be configured indi-
vidually for each TxPDO.

A PDO having a transmission-type of 255 and a event-timer > 0 will be updated at changes of the status-
word and then cyclically at every event-timer cycle period.

EMCY —in case of a problem

The EMCY Object is a simple method to indicate errors occurred within the device. It is a single message at
a high prio COB-Id (0x80 + Nodeld). So every node has its own EMCY message.

The length of an EMCY is 8 bytes. The contents is mixed between standard error words, defined in the
CANopen standards and a FAULHABER specific error word.

For a FAULHABER MotionController when or whether to send an EMCY message can be configured within
the CANopen devices. By default the MotionContoller will trigger an EMCY at every detected error. If the
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error is transient — like an over temperature - a first EMCY will signal the error and a second empty EMCY
will be sent, if the error is gone again’.

Within a PLC environment there is usually no direct access to the contents of EMCY
messages. The PLC program usually has no direct awareness of the CANopen sub-
system and its specific services. So if the device state has to be monitored out of a
PLC program, mapping the internal error register to one of the PDOs might be easier.

Pre-defined connection set

State Machine
Control Word
> CiA 301 CANopen State Machine — | Cia 402 Drive State Machine
< S
(@) NMT Q
Guarding s
g | —
a Status Word
SDO | £
o) Motor Control
Y n*, Pos*
PDOL1 - PDO4 0
n, Pos
Error
EMCY Handling

Figure 18 A CANopen drive. All the services on the left of the OD, the drive behavior on the
right.

Some of the services above do have a fixed COB-Id assigned to it, some are located in an Id range, combin-
ing a basic Id and the Nodeld. The Ids are assigned in a way which allows for hardware (HW) filtering of the
messages to be received by a CAN controller.

This assignment of COB-Ids is called predefined connection set.

2 Whether an error shall trigger a EMCY or not can be configured. By default, all errors are activated for EMCY trans-
fer.
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Service

NMT (0) 0 0 0 0 0
SYNCH (0x80) 0 0 0 1 0
EMCY (0x80 + Id) 0 0 0 1 Nodeld
TxPDO1 (0x180 + Id) 0 0 1 1 Nodeld
RxPDO1 (0x200 + Id) 0 1 0 0 Nodeld
TxPDO2 (0x280 + Id) 0 1 0 1 Nodeld
RxPDO2 (0x300 + Id) 0 1 1 0 Nodeld
TxPDO3 (0x380 + Id) 0 1 0 1 Nodeld
RxPDO3 (0x400 + Id) 0 1 1 0 Nodeld
TxPDO4 (0x480 + Id) 0 1 0 1 Nodeld
RxPDO4 (0x500 + Id) 0 1 1 0 Nodeld
SDO Request (0x600 + Id) 1 1 0 0 Nodeld
SDO Response (0x580 + Id) 1 0 1 1 Nodeld
Guarding (0x700 + Id) 1 1 1 0 Nodeld
LSS Request 1 1 1 OxE5

LSS Response 1 1 1 OxE4

Table 6 Ranges for the COB-Ids according to the predefined connection set

Handling of COB-Ids when Nodeld is changed

Some of the message-lds used for the CANopen services can be configured freely — others are fixed. The
COB-Id of the configurable Ids is stored in the Ox1xxx parameter range of the OD. E.g. 0x183 for the
TxPDO1 of node 3.

When the Nodeld of a CANopen slave is changed, the handling of the adjustable COB-Ids could either be:

e Adjust all the COB-Ids to fit to the new Node-Id
e Don't adjust the COB-Ids
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This could either be done by a master (MotionManager) or by the slave itself.

FAULHABER MotionControllers will adjust the COB-Id by firmware, when the Nodeld is changed from 255 —
unconfigured to any valid Nodeld 1 ... 127.

The FAULHABER MotionManager will offer to change the COB-Ids of the PDOs, when the Nodeld of a con-
troller is changed within the range of valid Ids.

LSS — configure the Nodeld and baud-rate

Layer Setting Services (LSS) can be used to initially configure the Nodeld and the baud-rate of either a pre-
viously unconfigured node or to change these settings. FAULHABER MotionContollers do not use any HW-
switches to adjust these settings.

LSS can be used within a sub-system. Even if there are several unconfigured nodes the one to be config-
ured can be identified by its identification settings and ultimately its serial number. This allows to add a
completely unconfigured device into an existing sub-system. The configuration could then be automated
by the master to create a copy of the previous one.

It might be easier to configure the Nodeld and baud-rate in a 1:1 configuration though without having to
deal with the serial number of the device.

To use the LSS please refer to [5] for implementation details or use one of the PC-based tools to change
the settings.

The FAULHABER Motion Manager can be used to set the Nodeld and baud-rate of a
controller to the required values.

EDS-File

The capabilities of a CANopen device are summarized in an Electronic DataSheet (.eds) file which usually is
distributed together with the device. The latest .eds file of FAULHABER MotionController is distributed
together with the FAULHABER Motion Manager. The .eds file contains a complete list of all supported pa-
rameters as well as their properties and — if applicable — their default values.

[2311subl]

ParameterName=Digital input logical state
ObjectType=7

DataType=0x0005

AccessType=R0O

PDOMapping=1

Table 7 Example of an entry in a .eds file - here object 0x2311.01

The .eds file can be imported into CANopen masters, which will use the information to assist the configu-
ration. Without an imported .eds file the master will not be able to display the parameter names or check
the value ranges.
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CANopen communication cycles

After the configuration of the nodes the CANopen master will switch the nodes to their operational state
using the NMT. The SYNCH service will be started and driven by the SYNCH the cyclic exchange of the pro-
cess image will start.

The type of communication has to match the requirements of the application. In a CAN sub-system of ser-
vo-drives the drives are usually operated using the Profile Position Mode (PP) which will move from A to B
autonomously after having received the start command. In such an environment the master will send a
new target position only if required and will start the movement with a single access to the drives control-
word. As such a move might take several 10ms to multiple 100ms the commands from the master can be
sent on demand — asynchronously.

If Cyclic Synchronous Position mode (CSP) is used, the target position should be updated in short cycles, so
most likely the target will be sent synchronously. While CSP is active there is no interaction with the con-
trolword — so a PDO having the controlword only, might stay in asynchronous configuration.

The actual values of the drives however are often used to monitor the drive behavior and are typically
updated cyclically every communication cycle.

So the master uses PDOs configured for asynchronous transmission while the drives will send their PDOs
cyclically. The synch interval length depends on the number of nodes connected to the sub-system, the
baud-rate and the number of messages that have to exchanged.

Typical values are 10ms (a few nodes only) to 50ms or more.
(2]

é?

AL Q

& s

synch PDOs synch PDOs (§ synch PDOs

o A A

Figure 19 Communication cycles of a CANopen sub-system

SYNCH
SYNCH
SYNCH

In addition to the process data, there might be occasional requests for a SDO service when a specific pa-
rameter of one of the slaves has to be changed.

The guarding- or heartbeat-interval is usually a multiple of the synch interval. This is again depending on
the needs of the application. A failed guarding might for example disable a drive, as the connection to the
master is lost. So the selection of the guarding-interval might be related to the physical risk of the move-
ment.
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Guarding Guarding

SDO Request & Response

Figure 20 Mix of PDO-cycles, SDO and node-guarding

Startup of a CANopen sub-system

If a CAN node or a sub-system does not behave as expected a check of the communication might be nec-
essary. Different phases can be identified. During the following description, we assume all nodes are con-
figured and have a unique Nodeld and their baud-rate is configured to be identic to the one of the master.

Boot-Msg

After a node s powered up it will send its boot-msg. This will happen independently from the state of the
complete sub-system.

Example: node 3 is sending its boot-msg:

Id Data Description
703 00 The 7xx indicates the message as one of out of the
guarding messages. The 0 denotes the boot-msg.

Here we do see a message within the range of the guarding and boot messages. These messages do have a
single data byte, which contains the state of the communication stack. The boot-message is sent when
entering the pre-operational state. The state (init) is coded by the 0.

Configuration via SDO

After a new drive is identified by its boot-message, the CANopen master will configure the slave. This is an
optional step. Typical parameters are at least the communication settings like guarding interval and the
PDO settings (mappings & transmission types).

Additionally applications specific configurations can be added for many industrial masters. Some imple-
mentations will even keep a copy of the complete drive configuration within the master. In such a case
even an exchange of a component will be supported.

Example: node 3 is configured via SDO after having sent its boot-message:

Id Data Description

703 00 The boot-message

603 xx 00 14 00 dd dd dd dd xxcontains the SDO request command
00 14 00 is the OD entry 0x1400.00
dd contains the data to we written

583 yy 00 14 00 rr rr rr rr  yycontains the SDO response code
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00 14 00 is the OD entry 0x1400.00
rr contains the response data

603 xx i1 §i ss dd dd dd dd  will be repeated several times until the complete config-
583 yy 11 11 SS rr rr rr rr  yrationis written.

i i is the index of the accessed object, ss the sub-index

Start via NMT

After the node is configured — that is after the CANopen master successfully wrote the entire stored con-
figuration via SDO — it will start the cyclic data exchange. This could be done for the complete network,
usually it is done on a per node base. For the node 3 the message would be

Id Data Description

603 xx i1 §i ss dd dd dd dd  will be repeated several times until the complete config-
583 yy @i §i SS rr rr rr rr  yration is written.

ii ii is the index of the accessed object, ss the sub-index

0O 01 03 NMT command to start node 3

Cyclic data exchange

After at least a first node is switched into the operational state the communication cycles as in Figure 19
are started by the master by sending a first SYNCH message. When receiving the first SYNCH, all the nodes
will send their PDOs according to their configuration. At this start of the communication all the asynch
PDOs are sent too, to create an initial valid process image.

In a sub-system having the nodes 2, 3 and 4 with a configuration according to Figure 16 we might see
something like:

Id Data Description

0 01 02 NMT command to start node 2

0O 01 03 NMT command to start node 3

0O 01 04 NMT command to start node 24

80 SYNCH
182 40 00 01
183 40 00 01 Disabled drives OpMode = PP
184 40 00 01
202 00 00 00 00 B8 0B 00 00 TargetSpeed =0 ProfileSpeed = 3000
203 00 00 00 OO B8 0B 00 00  TargetSpeed=0 ProfileSpeed = 3000
204 00 00 00 OO B8 0B 00 00  TargetSpeed=0 ProfileSpeed = 3000
282 34 12 00 00 00 00 00 OO0  ActPos=0x1234 ActSpeed =0
283 78 56 00 00 FF FF FF FF  ActPos = 0x5678 ActSpeed = -1
284 FC FF FF FF 00 00 00 00  ActPos=-4 ActSpeed =0
302 4D 1C 00 00 C4 09 00 00  Acceleration = 7500 Deceleration = 2500
303 4D 1C 00 00 C4 09 00 00  Acceleration = 7500 Deceleration = 2500
304 4D 1C 00 00 C4 09 00 00  Acceleration = 7500 Deceleration = 2500
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402 00 00 01 00 00 00 00 TargetPos =0
403 00 00 01 00 00 00 00 Shutdown OpMode =PP  TargetPos = 0
404 00 00 01 00 00 00 00 command TargetPos = 0
80 SYNCH

182 40 00 01

183 40 00 01 Disabled drives OpMode = PP

184 40 00 01

282 30 12 00 00 FE FF FF FF  ActPos = 0x1230 ActSpeed = -2

283 78 56 00 00 FF FF FF FF  ActPos = 0x5678 ActSpeed =0

284 02 00 00 00 02 00 00 OO0  ActPos=0x0002 ActSpeed =2

80 SYNCH

182 40 00 01

183 40 00 01 Disabled drives OpMode = PP
184 40 00 01

283 78 56 00 00 FF FF FF FF  ActPos = 0x5678 ActSpeed = -1
284 FC FF FF FF 00 00 00 00  ActPos=-4 ActSpeed =0

Therefore, besides the SYNCH and the PDOs we will see an occasional EMCY depending on the drive state
and there might be additional SDO services — started by the application master via the CANopen master.

A first check might be whether all the expected PDOs have been transmitted and whether the logging tool
reports any error frames.

If not all the expected PDOs are found, check their configured transmission type. The
CANopen master might report missing PDOs too.

Alternatively check whether the communication cycle is long enough for all PDOs to
be transferred.

It's very likely to see some error frames, when the system is started up. Later on the
rate of error messages should be very small compared to the undisturbed messages.
In a limited network there should not be any error frames if the wiring and termina-
tion is correct.

If there are different components connected to a sub-system a certain rate of error

frames is sometimes observed. In this case the timing of the different components
might differ slightly. This can be tolerated, if the rate of error frames is still very low
and no avalanches of errors occur.
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Figure 21 Services in operational state of the communication

Faulhaber Product Application Note 174 Seite 28 von 35



Y FAULHABER

Robust configuration

After having a basic understanding of the services of a CANopen sub-system there are some hints on which
services to use and how to use them.

The necessary areas of configuration are:

e The common settings of the communication.

These are the baud-rate, the SYNCH interval and typically the type of node-guarding to be used.
e The individual configuration per node:

These are the PDO settings like mapping and transmission type and the reaction of a node to a

communication error.

Common settings

Baud-rate

The baud-rate typically is either 125kBit/s, 250kBit/s, 500 kBit/s or 1 MBit/s. There is no harm in using the
fast rates. The total length of the sub-system is limited to around 30m in case of the 1 Mbit/s. But that’s no
concern in many systems. If 30m is not sufficient use 500 kBit/s. 250 kBit/s is for really large systems only.

A higher baud-rate will allow for shorter communication cycles. Therefore, if you need to have a synchro-
nized behavior of several axes, 1 Mbit/s again might be the choice.

The baud-rate setting of the nodes should not be left at the initial auto-baud detection. In an application
it's very unlikely to change the baud-rate on the fly. A node being configured for auto-baud detection will
not be able to send its boot-message until the real baud-rate is detected. A decision of either having the
correct rate or not can only be done when a message is received. So not only do nodes configured for au-
to-baud detection require others to be talking to be able to synchronize into the speed, they can as well be
misled in their detection by occasional error frames.

Using a fixed baud-rate in all nodes results in a more robust system start behavior
compared to auto-baud detection.

Communication Cycle

The communication cycle is defined by the interval between two SYNCH messages. This synch interval has
to be long enough for all nodes to send their PDOs within the cycle. At 1 Mbit/s our experience is to have a
cycle with at least one ms per node and PDO. So if we do have 10 nodes connected and 1 RxPDO + 1
TxPDO per node the minimum synch cycle would be 10ms. Numbers however depend on the capabilities
of the nodes to handle the traffic.

Node-Guarding vs. Heartbeat

CANopen originally defined the node-guarding, where the master requests an updated state information
from a slave by sending a remote transfer request of exactly this message.
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Remote transfer is very specific for a CAN environment and therefore the heartbeat had been added and is
the preferred solution in the CANopen literature.

All participants send heartbeat messages cyclically. Using the same guarding interval the heartbeat will
reduce the traffic slightly, as no RTR frames are required.

Drawback of the heartbeat however is its lack of robustness.

Consumer and a producer heartbeat-interval are usually configured parameters of the slaves. There is one
common producer cycle for the master. Usually the master then sets these cycles to identical values during
the preoperational configuration. Compared to the node-guarding there is no tolerance.

If we compare a typical configuration of a node-guarding, having a guarding cycle of 100ms and a life-time-
factor of 3 the master will request a guarding message very 100mes. If there is no response e.g. because the
node is temporarily overloaded, the master will consider the slave to be offline only after the third con-
secutive missing response.

Heartbeat on the other hand does not offer such a tolerance. If any of the slaves tries to send its heartbeat
during a situation where a lot of higher prio message such as PDOs are exchanged, it might at least be de-
layed. We did observe masters handling this delay as a missing node, restarting the drive via the CAN. As
the cycle times are usually configured by the CANopen master — identical for master and slave — there is no
explicit tolerance against the traffic jam here.

Even if heartbeat is the meanwhile recommended version of life-state checking,
node-guarding seems to be the more robust solution and should be preferred.

Node-individual settings
PDO Mapping

The PDO mapping is individual for each application. Some restrictions should be noted though.

The CiA 402 Servo Drive Profile includes standard PDO mapping for the RxPDOs 1 — 3 and the TxPDOs 1-3.

RxPDO1 TxPDO1

e (0x6040.00 Controlword e (0x6041.00 Statusword
RxPDO2 TxPDO1

e (0x6040.00 Controlword e (0x6041.00 Statusword

e 0x607a.00 TargetPosition e 0x6064.00 PositionActualValue
RxPDO2 TxPDO1

e (0x6040.00 Controlword e (0x6041.00 Statusword

e Ox60FF.00 TargetVelocity e 0x606C.00 VelocityActualValue

Table 8 Default mappings of a CANopen servo-drive

Faulhaber Product Application Note 174 Seite 30 von 35



Y FAULHABER

Each of the RxPDOs contains the controlword, each of the TxPDOs contains the statusword. That’s done to
ease the commissioning. Even without any changes in PDO mapping a master will be able to operate a
drive in either Profile Position Mode (PP) or Profile Velocity Mode (PV). But that's true only, if only the
related PDO is sent by the master.

There is trap here. In PP mode as well as in Homing mode the start of a movement of the drive is triggered
by a rising edge in bit 4 of the controlword — it's a start bit.

In PP mode the drive will start to move using the last target position received before the rising edge of the
start bit. Unfortunately, that is difficult to control out of a PLC environment. In such an environment the
variables mapped into the PDOs are directly mapped to global variables of the PLC runtime environment.
So in a PLC application the code could like

TargetPos :-= Pos A;
ControlWord.Bit4 := true;

Unfortunately there are no guarantees about when and in which sequence the PDOs are sent. Usually the
PLC task time will be shorter than the CAN communication cycle. So if all three PDOs are mapped to the
PLC application they will all be updated after this code sequence — at least the controlword should have
changed here. But — depending on the timing, it might even be RxPDO3 that is the first to be sent after the
change of the variable ControlWord. In such a case the drive will start its movement, but will still use the
last target position — which very likely is the actual one. Therefore, no movement will occur at all.

To avoid this, the controlword and the target position should be mapped to the same RxPDO and the con-
trolword must not be mapped to any other active PDO.

If Profile Position Mode (PP) is used the controlword and the target position have to
be mapped to the same RxPDO. The controlword must not be mapped to a second
active PDO!

The drive will flag the new position with a set bit 12 — setpoint acknowledge. Only after this response is
received it's safe to clear the start-bit again.

IT (StatusWord.Bitl2) then
ControlWord.Bit4:= O;
End IF

As soon as the drive leaves the target window it will also reset the target reached bit (bit 10) in the status-
word. This bit will be set again, if the actual position reached the target window again and remained within
the window for the position window time.

If the OpMode has to be changed during the operation of an application, the same rule applies for the
Modes of Operation (0x6060.00). During a switch from whatever OpMode to PP the drive will reset the
target position to the actual value and will hold the actual position until a new move is started.

Now if the idea is to:

OpMode:= 1;
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TargetPos :-= Pos A;
ControlWord.Bit4 := true;

The same problem arises. Of course, the Modes of Operation has to be added to one of the RxPDOs?, but it
also has to be assured, it's received together with the controlword and the target position®.

This can be done by mapping controlword, modes of operation and target position into the same RxPDO.

It is no problem to locate a target velocity or a target torque in any of the other RxPDOs as there is no
handshake here. So the resulting mapping might look similar to what is given in Figure 16.

If the TXxPDOs are transferred synchronously it isn't necessary to have the statusword
as a part of each TxPDO. A single occurrence is sufficient.

PDO transmission types

The default transmission types of a FAULHABER servo drive is 255 — asynchronously. That is, the master is
expected to send it's update whenever a value changed, the drive will send its PDOs only if the statusword
is mapped into it and the contents of the statusword changed. Changes of other values like position or
velocity do not trigger a re-transmission as this would flood the CAN. The CiA 401 1/O node profile defines
a corridor around analog values to handle the problem of jitter at actual values. That's not the case for the
CiA 402 Servo Drive Profile.

So if a master wants to trace the movement of a slave it is best practice to change the transmission type to
1 —cyclic every SYNCH cycle.

In many applications the transmission type of the RxPDOs is 255 — asynchronously.
The transmission of actual values back to the master is done synchronously - trans-
mission type 1.

There might be one exception to the rule. That is the case where a relatively long communication cycle is
used (multiples of 10ms). In such a case whenever a new position command is received, the drive will of
course flag the reaction more or less immediately. But as the cycle is a long one, the PLC will not receive
the answer immediately. It might even occur, that the new position is reached, before the response has

* Of course the Modes of Operation could alternatively be changed using the SDO service. This might be an option to
reduce the traffic, if the change is necessary only after the initial homing.

If frequent changes between PV and PP are used during the operational state of the machine, it might be better to
have the Modes of Operation mapped to a PDO.

* It is possible to safely change from one OpMode to another one by reading the Modes of Operation Display
(0x6061.00) back. If the new position is sent only after the Modes of Operation signals the PP being active, the new
target position will no longer be canceled by an initial internal target position.
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been sent. In such a case the response might contain the setpoint acknowledge flag as well as the target
reached flag. Depending of the implementation of a step-sequence of commands at the master, this step
sequence might be misled due to the target being reached more or less immediately.

In such a case, it might be better to have a single TxPDO occupied by the statusword only and having the
transmission type of this PDO being 255. So it's updated immediately after every change of the status-
word. The PDOs carrying the actual values — if used at all — will still have to be transferred synched.

Error handling (0x6007)

By default a CANopen servo drive will not be switched out of the switch on disabled state of the drive state
machine of CiA 402, unless the communication is in operational state’. The Abort connection option code
(0x6007.00) determines the reaction of the drive function, when the communication is lost after the drive
has been started.

Options are:

e Don'tcare

e Switch into the fault state of the drive state machine, which will usually stop the drive
e Switch off the power

e switch into the quick-stop state of the drive state machine

Don't care might not be a safe selection. If CAN is the active interface and the communication is disturbed,
the drive should be stopped. Which one of the stops is selected depends on the application. The reaction
of the drive when switched into the quick-stop state or the fault state is configured using the quick-stop
option code or the fault reaction option code.
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> Drives having several interfaces might have a different behavior. For a FAULHABER MotionController generation
V3.0 the behavior is configurable.
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dieser Application Note erhalten Sie von Dr. Fritz Faulhaber GmbH & Co. KG unter der Telefonnummer +49 7031 638
688 oder per Mail von mcsupport@faulhaber.de.

Legal notices

Copyrights. All rights reserved. This Application Note and parts thereof may in particular not be copied, reproduced,
saved (e.g. in an information system), altered or processed in any way irrespective of the purpose without the ex-
press prior written consent of Dr. Fritz Faulhaber & Co. KG.

Industrial property rights. In publishing, handing over/dispatching or otherwise making available this Application
Note Dr. Fritz Faulhaber & Co. KG does not expressly or implicitly grant any rights in industrial property rights nor
does it transfer rights of use or other rights in such industrial property rights. This applies in particular to industrial
property rights on which the applications and/or functions of this Application Note are directly or indirectly based or
with which they are connected.

No part of contract; non-binding character of the Application Note. The Application Note is not a constituent part of
contracts concluded by Dr. Fritz Faulhaber & Co. KG and the content of the Application Note does not constitute any
contractual quality statement for products, unless expressly set out otherwise in the respective contracts. The Appli-
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cation Note is a non-binding description of a possible application. In particular Dr. Fritz Faulhaber & Co. KG does not
warrant or guarantee and also makes no representation that the processes and functions illustrated in the Applica-
tion Note can always be executed and implemented as described and that they can be used in other contexts and
environments with the same result without additional tests or modifications. The customer and any user must inform
themselves in each case before concluding a contract concerning a product whether the processes and functions are
applicable and can be implemented in their scope and environment.

No liability. Owing to the non-binding character of the Application Note Dr. Fritz Faulhaber & Co. KG will not accept
any liability for losses arising from its application by customers and other users. In particular, this Application Note
and its use cannot give rise to any claims based on infringements of industrial property rights of third parties, due to
defects or other problems as against Dr. Fritz Faulhaber GmbH & Co. KG.

Amendments to the Application Note. Dr. Fritz Faulhaber & Co. KG reserves the right to amend Application Notes.
The current version of this Application Note may be obtained from Dr. Fritz Faulhaber & Co. KG by calling +49 7031
638 688 or sending an e-mail to mcsupport@faulhaber.de.
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